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**INSTITUTE VISION & MISSION**

**VISION:**

* To be an institute of repute, providing professionally competent and socially sensitive engineers.

**MISSION:**

* To equip with the latest technologies to be globally competitive professionals.
* To inculcate qualities of leadership, professionalism, corporate understanding and executive competence.
* To imbibe and enhance human values, ethics and morals in our students.

**DEPARTMENT OF COMPUTER SCIENCE & ENGINEERING**

**VISION OF THE DEPARTMENT**

### To build strong teaching environment that responds to the need of industry and challenges of society.

**MISSION OF THE DEPARTMENT**

### **M1:** Developing strong mathematical & computing skill set among the students.

**M2:** Extending the role of computer science and engineering in diverse areas like Internet of things (IoT), Artificial intelligence & Machine Learning and Data Analytics.

**M3:** Imbibing the students with a deep understanding of professional ethics and high integrity to serve the Nation.

**M4:** Providing an environment to the students for their growth both as individuals and as globally competent Computer Science professional and encouragement for innovation & start-up culture.

**PROGRAM EDUCATIONAL OUTCOMES (PEOs)**

**PEO1:** Graduates will work in the area of application software development, artificial intelligence & Machine learning, data analytics, and Internet of things.

**PEO2:** Graduates will become successful software professional with leadership and managerial quality in the modern software industry based on their strong skill on theoretical and practical foundation.

**PEO3:** Graduates will exhibit professional ethics and moral value with capability of working as an individual and as a team to contribute towards the needs of the industry and society.

**PROGRAMME OUTCOMES (POs)**

**Engineering Graduates will be able to:**

1. **Engineering knowledge**: Apply the knowledge of mathematics, science, engineering fundamentals, and an engineering specialization to the solution of complex engineering problems.
2. **Problem analysis**: Identify, formulate, review research literature, and analyze complex engineering problems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences.
3. **Design/development of solutions**: Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for the public health and safety, and the cultural, societal, and environmental considerations.
4. **Conduct investigations of complex problems**: Use research-based knowledge and research methods including design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions.
5. **Modern tool usage**: Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modeling to complex engineering activities with an understanding of the limitations.
6. **The engineer and society**: Apply reasoning informed by the contextual knowledge to assess societal, healthy ,safety,legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice.
7. **Environment and sustainability**: Understand the impact of the professional engineering solutions in societal and environmental contexts, and demonstrate the knowledge of and need for sustainable development.
8. **Ethics**: Apply ethical principles and commit to professional ethics and responsibilities and norms of the engineering practice.
9. **Individual and team work**: Function effectively as an individual, and as a member or leader in diverse teams, and in multidisciplinary settings.
10. **Communication**: Communicate effectively on complex engineering activities with the engineering community and with society at large, such as, being able to comprehend and write effective reports and design documentation, make effective presentations, and give and receive clear instructions.
11. **Project management and finance**: Demonstrate knowledge and understanding of the engineering and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments.
12. **Life-long learning**: Recognize the need for, and have the preparation and ability to engage in independent and life-long learning in the broadest context of technological change.

**Course Outcomes with Bloom’s Taxonomy**

|  |  |  |
| --- | --- | --- |
| **Data Structure Lab (BCS351)** | | |
| Course Outcome (CO) | | Bloom’s Knowledge Level (KL) |
| At the end of course, the student will be able to | | |
| **BCS351.1** | Student will be able to Describe how arrays, linked lists, stacks, queues, trees, and graphs are represented in memory, used by the algorithms and their common applications. | K2, K3 |
| **BCS351.2** | Student will be able to Discuss the computational efficiency of the sorting and searching algorithms. | K2, K3 |
| **BCS351.3** | Student will be able to Implementation of Trees and Graphs and perform various operations on these data structure. | K3, K4 |
| **BCS351.4** | Student will be able to Understanding the concept of recursion, application of recursion and its implementation and removal of recursion. | K3, K4 |
| **BCS351.5** | Identify the alternative implementations of data structures with respect to its performance to solve a real-world problem. | K3, K4 |

# **PROGRAM SPECIFIC OUTCOMES *(*PSOs*)***

**PSO.1:** Student will be able to use problem solving skills to develop efficient algorithmic solutions.

**PSO.2:** Student will be able to develop solution for a given problem in the area of artificial intelligence, data analytics, computer vision and IOT through conducive environment and infrastructure.

**Course Syllabus as per university**

**BCS351- Data Structure Lab**

**List of Experiments (Indicative & not limited to)**

**1. Implementing Sorting Techniques:** Bubble Sort, Insertion Sort, Selection Sort, Shell, Sort, Radix Sort, Quick sort

**2. Implementing Searching and Hashing Techniques:** Linear search, Binary search, Methods for Hashing: Modulo Division, Digit Extraction, Fold shift, Fold Boundary, Linear Probe for Collision Resolution. Direct and Subtraction hashing

**3. Implementing Stacks:** Array implementation, Linked List implementation, Evaluation of postfix expression and balancing of parenthesis, Conversion of infix notation to postfix notation

**4. Implementing Queue:** Linked List implementation of ordinary queue, Array implementation of circular queue, Linked List implementation of priority queue, Double ended queue

**5. Implementing Linked List:** Singly Linked Lists, Circular Linked List, Doubly Linked Lists: Insert, Display, Delete, Search, Count, Reverse (SLL), Polynomial, Addition, Comparative study of arrays and linked list

**6. Implementing Trees:** Binary search tree: Create, Recursive traversal: preorder, post order, in order, Search Largest, Node, Smallest Node, Count number of nodes, Heap: Min Heap, Max Heap: reheap Up, reheap Down, Delete, Expression Tree, Heapsort

**7. Implementing Graphs:** Represent a graph using the Adjacency Matrix, BFS, Find the minimum spanning tree (using any method Kruskal’s Algorithm or Prim’s Algorithm) Self Learning Topics: Shortest Path Algorithm

**List of Experiments**

|  |  |  |
| --- | --- | --- |
| **S.No.** | **List of Experiments** | **CO** |
| **1** | **A.** To implement bubble sort.  **B.** To implement insertion sort.  **C.** To implement selection sort.  **D.** To implement quick sort. | CO1 |
| **2** | **A.** To implement linear search.  **B.** To implement binary search. | CO1 |
| **3.** | **A.** To implement stack using array.  **B.** To implement stack using linked list.  **C.** To implement the conversion of infix notation to postfix notation. | CO2 |
| **4** | **A.** To implement queue using linked list.  **B.** To implement circular queue using linked list.  **C.** To implement priority queue using array. | CO2 |
| **5** | **A.** To implement singly linked list.  **B.** To implement circular linked list.  **C.** To implement doubly linked list.  **D.** To implement polynomial addition. | CO3 |
| **6** | **A.** To implement binary search tree using linked list.  **B.** To implement recursive traversal: Preorder, Postorder, and Inorder.  **C.** To implement heap sort. | CO4 |
| **7** | **A.** To implement a graph using the adjacent matrix.  **B.** To implement BFS using linked list.  **C.** To implement any minimum spanning tree algorithm. | CO5 |
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|  |  |
| --- | --- |
| **COs** | **COURSE OUTCOMES** |
| **BCS351.1** | Student will be able to implement and evaluate different searching and sorting algorithms. |
| **BCS351.2** | Students will be able to apply the concepts of stack and queue to solve the problems. |
| **BCS351.3** | Student will be able to understand how to implement linked list and applications. |
| **BCS351.4** | Student will be able to understand implementation concept of tree and apply fundamental algorithmic problems including Tree traversals, BST. |
| **BCS351.5** | Student will be able to understand implementation concept of graph and apply fundamental algorithmic problems including graph traversals and MST. |

**Mapping of Program Outcomes with Course Outcomes (COs)**

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| CO-PO Matrix | | | | | | | | | | | | |
| Course Outcomes | **PO1** | **PO2** | **PO3** | **PO4** | **PO5** | **PO6** | **PO7** | **PO8** | **PO9** | **PO10** | **PO11** | **PO12** |
| **BCS351.1** |  |  |  |  |  |  |  |  |  |  |  |  |
| **BCS351.2** |  |  |  |  |  |  |  |  |  |  |  |  |
| **BCS351.3** |  |  |  |  |  |  |  |  |  |  |  |  |
| **BCS351.4** |  |  |  |  |  |  |  |  |  |  |  |  |
| **BCS351.5** |  |  |  |  |  |  |  |  |  |  |  |  |
| **CO-PSO Matrix** | | | | | | | | | | | | |
| **COs** | **PSO1** | | | | | | **PSO2** | | | | | |
| **BCS351.1** |  | | | | | |  | | | | | |
| **BCS351.2** |  | | | | | |  | | | | | |
| **BCS351.3** |  | | | | | |  | | | | | |
| **BCS351.4** |  | | | | | |  | | | | | |
| **BCS351.5** |  | | | | | |  | | | | | |

**Grade Policy for Laboratory**

We give the grades to the students i.e. **A/α, B/β, C/γ** for their performance in lab as per the given table:

|  |  |  |
| --- | --- | --- |
| **Performance** | **Record** | **Viva-Voce** |
| Attention | Time line | Experimental Knowledge |
| Effectiveness | Presentation | Expression |
| Discipline | Quality of Content | Communication |
| Dedication | Competence | Confidence |

The grades **α, β, γ**/ **A, B, C** are awarded in lab record, lab performance and viva voce as per the above define table.

|  |  |
| --- | --- |
| **Grade** | **Range of marks** |
| **A/α** | 4-5 Marks |
| **B/β** | 3-4 Marks |
| **C/γ** | 2-3 marks |

###### **Experiment No: 1.A**

***Aim*:** To implement Bubble Sorting.

***Program:***

#include <stdio.h>

void bubbleSort(int arr[], int size) {

int i, j, temp;

for (i = 0; i< size - 1; i++) {

for (j = 0; j < size - i - 1; j++) {

if (arr[j] >arr[j + 1]) {

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

int main () {

int arr[20];

int i, n;

printf("Enter the number of items in the array: ");

scanf("%d", &n);

printf("Enter the data in the array:\n");

for (i = 0; i< n; i++) {

scanf("%d", &arr[i]);

}

bubbleSort(arr, n);

printf("\nSorted Array:\n");

for (i = 0; i< n; i++) {

printf("%d\n", arr[i]);

}

return 0;

}

***Output:***
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###### **Experiment No: 1.B**

***Aim*:** To implement Insertion Sorting.

***Program:***

#include<stdio.h>

#include<conio.h>

void insert(int [],int);

void main()

{

int a[20],i,n;

clrscr();

printf("Enter the number of items in the array");

scanf("%d",&n);

printf("Enter the data in the array");

for(i=0;i<n;i++)

{

scanf("%d",&a[i]);

}

insert(a,n);

getch();

}

void insert(int a[],int n)

{

int i,j,temp;

for(i=1;i<n;i++)

{

temp=a[i];

for(j=i-1;j>=0;j--)

{

if(a[j]>temp)

{

a[j+1]=a[j];

}

else

break;

}

a[j+1]=temp;

}

printf("Data After Insertion Sort");

for(i=0;i<n;i++)

printf("\n%d",a[i]);

}

***Output:***
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###### **Experiment No: 1.C**

***Aim*:** To implement Selection Sorting.

***Program:***

#include<stdio.h>

#include<conio.h>

void select(int [],int);

int min(int [],int,int);

void main()

{

int a[20],i,n;

clrscr();

printf("Enter the number of items in the array");

scanf("%d",&n);

printf("Enter the data in the array");

for(i=0;i<n;i++)

{

scanf("%d",&a[i]);

}

select(a,n);

getch();

}

void select(int a[],int n)

{

int i,loc,temp;

loc=0;

temp=0;

for(i=0;i<n;i++)

{

loc=min(a,i,n);

temp=a[loc];

a[loc]=a[i]; a[i]=temp;

}

printf("\nData After Selection Sort");

for(i=0;i<n;i++)

printf("\n%d",a[i]);

}

int min(int a[],int lb,intub)

{

int m=lb;

while(lb<ub)

{

if(a[lb]<a[m])

{

m=lb;

}

lb++;

}

return m;

}

***Output:***
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###### **Experiment No: 1.D**

***Aim*:** To implement Quick Sorting.

***Program:***

#include <stdio.h>

void swap(int\* a, int\* b) {

int t = \*a;

\*a = \*b;

\*b = t;

}

int partition(int arr[], int low, int high) {

int pivot = arr[high];

int i = (low - 1);

for (int j = low; j <= high - 1; j++) {

if (arr[j] < pivot) {

i++;

swap(&arr[i], &arr[j]);

}

}

swap(&arr[i + 1], &arr[high]);

return (i + 1);

}

void quickSort(int arr[], int low, int high) {

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

int main() {

int n;

printf("Enter the number of elements: ");

scanf("%d", &n);

int arr[n];

printf("Enter %d elements: ", n);

for (int i = 0; i< n; i++) {

scanf("%d", &arr[i]);

}

printf("Unsorted array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

quickSort(arr, 0, n - 1);

printf("Sorted array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

return 0;

}

***Output:***

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAABxCAYAAABvGp7oAAAOoUlEQVR4Xu2dz6ptRxHGLxIFE4QgUSEEB4FgAiKCjhwImcW5ODM4ysiBwzj3OXwCyRPoK/gKPsqVin6h+OqrXt1r7b3TZ99v8OOeXWt1dXX9W73O4fZ+9erVq9fGGPNCKAJjjNmVIjDGmF0pAmOM2ZUiMMaYXSkCY4zZlSIwxphdKQJjjNmVIjDGmF0pAmOM2ZUiMMaYXSkCY4zZlSIwxphdKQJjjNmVIjDGmF0pgkP+9KNfv/7PL/9a+PfP//L6k+//uNz/kvntDz58/fcP//D67e98t1x7ScQ6/vnxF6/fe+udcm1XwuZ75Fb4IHwB3S/NL48mcj9qgOv9bx98Vu59AEVwSDSsWxQxEicSk689ktF63LC+HaI5/euTL27WpDpegl9G+fkIwjf/+OiPd4/FJEVwyK0c6Ib1OF5CYWYe5feX4JdRfj6C8E3Mv4mPiuCQIwdiC/n7H/7im6133tLHv/GZt5i8zeSte76WdcS/SLz4PLItE/p4frYVhfPnn/xG2nFk5wwxVzzBwl/QkdegGnsuNFz/6qPPv5kfa4MtuP/L9z+Vc4D8us+vYdlf8XO+d+Whk1/1gtCj5siwLUfMxmTUsDhPYSfyG/7O+cE+HfnzKO6zvlC/osk+xTpZ/yywM8ZCf+fPB1AEhygHBUhaBDQngmpyqhD5GicJBwJJ1SXdDMo2gEBjXrZ51s4RWAOSgHXwnIFqWHF/vheJFjJeB+bIiRfXsh+7YkYhrawRhE718GJdo5gcsRKTbo2wi+Mcn7Pvsu64J786HfnzKO5g5AvWGfzqnQ9Kc7/SsDAWvlC580CK4JCRAwPl+Fw8kKlCHM0R97Es9F79XYeaC6iEwO6iG6vsHKHWEHqREMpP2a58PRdN1qvW0enAdcSR4xN2nU1WNVb5UMlmUWO7mCi/BJ2d3KSyjzgOR/48inuWKdtxTdl/b1Q9P4giOGTkwIADE6gFqqACPMUZDo4K+iqj9ahEzw1r1s4Ryjf3aFi8jnw96F7TsVaginmGXOhZrprGKCZHrMREzQ07eXwQ8vfeevuwYc348yjuWTbyBa+Xx9+DnGd87c4UwSFHDrxFw1KBU3zbDWvWzhHKN/doWFyYrGM2Ac82rG6s8r+SzbISE+WXIMeYyY23a1gz/jyKe5Z1vvjp9979GnyGPazjLFgT+0LZ/iCK4JCRA4PZhpUDzzrwhMo6IgicXLdoWF3S4hqvNSfzrJ0jlG9y4nIS4vNqw8pPd9YJu/NasTaOj2o6s4Qd9/4d1kpMutiznfBXMLPDwpwjfx7F/chGzJftxLxKB3aIqz7FWKyra2IPoggOCUN5mxvAcbMNC/K8dc6OhmPUNR4HzgQkCN28jpAfNaxgZOcMyjecuHmOsC/+KrXasOKeW/2VMJPjPAMKAGRfdnOs+nQUE77WzcM5xs3+qGEFI3/OxB10+clz8BrAlYaVx7MvvgWKwBhjdqUIjDFmV4rAGGN2pQiMMWZXisAYY3alCIwxZleKwBhjdqUIjDFmV4rAGGN2pQiMMWZXisAYY3alCIwxZleKwBhjdqUIjDFmV4qgZfZYjpcAjgW55zr4SI5b6n52umNW+MgXdU9HF3OwcmQKH+myesROBkfHnNHBx/Gc0fHCKIIWdd7PWSLgZ8/muQX53Ci+dg8isVaK69HkM5742qOBLewvNCs+SI7v61DntAXxmc+YGhE+ygfqsV0r5Ma3Oj7WrQ4IXNXzwiiClmdrWDF/PjztnrhhHXO0I1U+jDG5eYxQDQs5PbvurgbO5DMaDL4Oj3WOyIczQrZDDB9AEbR0wcrgFMWr37XGW/8chKwjfj7zlIKd+RWBi2GGkZ0ZVWwg25/9gASc+f677BMu4PBJHpvXOnrNz3Oo1ymOGebisWdQ/lJNYaVhKXiXcoRqFMGqHbm5zNTVDJ1tT0YRtHTJnQOOAkaydV1fJR/grW0XUBQp654BhQWdsJOLZMSsnYEqwIBfL3LiZ5s4wfPrLBcd+xZrhZ+UnV2cOvvj/hjPBXrPhqWYvU+h/HBENyb8php4R45Zp3MGxO0WPn8hFEHLjGNVl49gclJxUWVUEiod6r4rYNfFRdih5ld2dvcqfyIBQ5abSJbnccrf3NByE8z25OY0alhnmvlVlL+Y1SbBKL/MwA+ZmD92wRyHDp5X5cEZ+AH6pBRBy4xjVdGrIu4aVn5iMHz/TFKvwIU+YsXOQNmKBOPxQW5So4YV8FiAOMW/bNNKwwowp9J/D5S/+PqVZgUdozlGxLgc7/i2Zc77jjyWubqmrq6eiCJoeUTDCriYOs4mHNbBcyjbR8zaiXvZ1qMGOdOwZmy+RcOKgszj7/00V/4KYOeZnZHS0613lc7eGWbqigm7lQ+u2PFCKIKWGceqAlINK3Qoh+Oa+uWzKjrWOwt2JlhL18RGzNoZdLaGLN+PRpCb1KhhQZ5189pmGtbIRujLOrpcUPeeQdmCOVl+hjPxzuPY31d2Rp0vRyg77v0Q2YQiaIGTeBsbwHGzDSsIWbcV5telnFh5XGY1UCguNccsIztZf2drjIFcNcBRw4KO7BN+EMw2LI5vHoP5uzXkuXjsLJ2/sJ4u7pw7MygfzsK+YH+vctYWtqOLyZNRBMYYsytFYIwxu1IExhizK0VgjDG7UgTGGLMrRWCMMbtSBMYYsytFYIwxu1IExhizK0VgjDG7UgTGGLMrRWCMMbtSBMYYsytFYIwxu1IELXGEBx8Dq85jelbU+k1FHWcT8HEoq8ey5GN4GDVfBx9jw8fsrABdZ/Kfj8t5A46GuQVF0KIKdueGFQmwWhQj1PpNJXKBG4jKk/h5JT7qXLXVg/giJ/L5WavjM/ksNLbrCPYRdLlpHVIELapgVSLughvW48jFq3Y8KharB9ephsWFPwK5ys1J2XZEznvA93SoPOpsM4UiaBk5GgGLa6PvJQz4ZMuAE2a0bc9b6fg5vyrEuNGrQy4OtoOTjq/H9/rx+o8YrSMXOZ6umA8+O1qrslM9ubkQeKeRbeV4rRJzsQ6VO6sNi1FrGNHNp2w7Iq9xtWEpztjwhlIELcqpqmFFEuEzPzn4cxCJFF9ygIbFidgVHYqZ5WD05ORXAbYL13kdKwUSuvL9vC6A9XW2Bt1a2Te8LtjBDQTNL+u6Z8NSjOIzw2qj4BgDrJsbWQfHcdUOAHtu4fM3iCJomW1YfE8kCK6rgmJUAqgiUPdlRgWh9MX9kKmxam0rXHnCH611dC/POzPfFZRvGW60q/CaZuFmE3rwIJrRpeZlf58B/pix4Q2nCFpUoquGdfQlFAgOXmFyAo2egtxAjhJFjcljMX8G96uiU+s/Ij9FASfljN6jtYa9eQ6+N48/0nUV5bsMdjQc4xVGsT0i+yp0fPz/nB35H8D2jitrOvKb+ZoiaFFPF24wMw2LC5afeqqgVDDVfay3S2q2iVFjZxpLJubgpzn7b1Zvt1Y0/1wo6l7MgXWxDbdExSpfU017ldEcq1zVpfw9Iubj3Dqj5w2lCIaEQ3NwuSiPGhYSNgeGC5YbmCpK2DIKMOvla7wFD11IJDQX6EdjznYdwfbh6czFOrKz05V15uRnu1lHzN8VJ+zrrs/SNYDsXx6zCufhDIhhHqfyYJUuNh0qRrew4w2hCA5B4gdcwEcNK0DAOh0BikdttfP8GRVsNEh1D9vBScfXV/9KyOOR2FgvkpTXkQtqZq35npgPf6HlBg+fspyvrzaCoFsL1srxzHT2jFhtEjyW7eN7VjhjC5pn9oPKX1MoAvOk8G7MmBdIEZgn5cxOwJjNKALzZOB1zLsr8wQUgTHG7EoRGGPMrhSBMcbsShEYY8yuFIExxuxKERhjzK4UgTHG7EoRGGPMrhSBMcbsShEYY8yuFIExxuxKEQzhYzFucTzHI+gOzzP/g4+HOXPEDOta0cFH8TCzceP8vPL/J2NcdxIpH5dz5ogcc4oiaEEy5P/xf3TG0llu3WBure+ZUIfHRYxXGg7IjWdlfNccutM5FSo/V8Yz4Q/1QGY5/HfrGjCSImjpzlOKQH35/qfTyTnDrRvMrfU9E+rYmS7WR6DRxWGHVxuWaqQjlM1oYrPNhHdo3LA6fd0pq+bmFEHLbALx64XakWG7jqcV7uOxmayHXyG44DjxoqGuNiyeIyck68epqvEzkjyfbBk/59NPYQfryQWH+XltKg64lwvsLKqJHZEbxtUCVrulI7o5z6wlCD+qE2aVvm5uc3OKYEguOg5awMXUFR0aVxfk0Y4I1/CU46cePmfdaB5Kn4K3+TwnyA2n0425eSz7RhWp2jWgOSpdVxpWfph0a+nguF8t4K5ZjFC+Urkwy6wNnH/mrhTBFLlQc5GoRFWJpGSZUcPq5oBMJdpI3yzqyTqTrGpcB6+N9d9iHTOEvezjDrYx4HWscma8avih56uPPl/WFag8UsR8o1w2N6UIlsnJrYpTBf5Kw8KOhYE+pXukb0QkfJ6D16aKlVE+yeSdTcDFlYv3TCGfYcVf2F1xPDqfHTHj0w7YjblDR7BqQ6DyNgM7OdfMXSkCySiJjgpKNRAly4wK5igBVaKN9ClQhHm9qvGM/DIaF8Am3hGw/3Df79792eFcq0A361Q+XEGtY5bVWI24omvkA+g9u0ZzmiJowU4gJzcnPAodCaKKErpGDWvUCHiOIPRDH8bmZMKubDZx2b5uHSM7QdewuCCU3SD0h/2dz2Dfmd9hhW4eF/YqO2a50rBUfGdAfnJeXLFDNSz1MDMPowiGoDDylp8TCwFVrwRIKqYr6E4P28HjUfy4fuavhGhyQYzN3/fH+kEu/Dw+k21AI8LYmCP+5fXAFywHVxpWwHE5W+TgasNSjWKGUc7M0MU1GMU96B4m5qYUgdmQK0VszBNRBGZDruxYjHkiisBsBF5xzr7qGfNkFIExxuxKERhjzK4UgTHG7EoRGGPMrhSBMcbsShEYY8yuFIExxuxKERhjzK4UgTHG7EoRGGPMrhSBMcbsShEYY8yuFIExxmzJfwGQZdDTgiz2sAAAAABJRU5ErkJggg==)**

###### **Experiment No: 2.A**

***Aim*:** To implement Linear Search.

***Program:***

#include <stdio.h>

#include <conio.h>

void main()

{

int a[10], i, item, flag = 0;

clrscr();

printf("Enter the data in the array");

for (i = 0; i< 10; i++)

{

scanf("%d", &a[i]);

}

printf("Enter the element to be searched");

scanf("%d", &item);

for (i = 0; i< 10; i++)

{

if (item == a[i])

{

flag = 1;

break;

}

}

if (flag == 0)

printf("Element Not Found");

else

printf("Element Found at Position =%d", i);

getch();

}

***Output:***

***![](data:image/png;base64,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)***

###### **Experiment No: 2.B**

***Aim*:** To implement Binary Search.

***Program:***

#include<stdio.h>

#include<conio.h>

void main()

{

int a[20],n,mid,beg,i,end,item,loc=-1;

clrscr();

printf("Enter the number of elements to be entered\n");

scanf("%d",&n);

printf("Enter the elements in ascending order");

for(i=0;i<n;i++)

{

scanf("%d",&a[i]);

}

printf("Enter the element to be searched");

scanf("%d",&item);

beg=0;

end=n-1;

while(beg<=end)

{

mid=(beg+end)/2; if(item==a[mid])

{

loc=mid;

break;

}

else if(a[mid]<item)

beg=mid+1;

else

end=mid-1;

}

if(loc==-1)

printf("Element Not Present");

else

printf("Element found at =%d",loc);

***Output:***

***![](data:image/png;base64,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)***

###### **Experiment No: 3.A**

***Aim*:** To implement Stack using Array.

1. ***Program:***
2. #include <stdio.h>
3. #include <conio.h>
4. #define SIZE 10
5. void push(int);
6. void pop();
7. void display();
8. int stack[SIZE], top = -1;
9. void main()
10. {
11. int value, choice;
12. clrscr();
13. while (1)
14. {
15. printf("\n\n\*\*\*\*\*MENU \*\*\*\*\*\n");
16. printf("1. Push\n2. Pop\n3. Display\n4. Exit");
17. printf("\nEnter your choice: ");
18. scanf("%d", &choice);
19. switch (choice)
20. {
21. case 1:
22. printf("Enter the value to be insert: ");
23. scanf("%d", &value);
24. push(value);
25. break;
26. case 2:
27. pop();
28. break;
29. case 3:
30. display();
31. break;
32. case 4:
33. exit(0);
34. default:
35. printf("\nWrong selection!!! Try again!!!");
36. }
37. }
38. }
39. void push(int value)
40. {
41. if (top == SIZE - 1)
42. printf("\nStack is Full!!! Insertion is not possible!!!");
43. else
44. {
45. top++;
46. stack[top] = value;
47. printf("\nInsertion success!!!");
48. }
49. }
50. void pop()
51. {
52. if (top == -1)
53. printf("\nStack is Empty!!! Deletion is not possible!!!");
54. else
55. {
56. printf("\nDeleted : %d", stack[top]);
57. top--;
58. }
59. }
60. void display()
61. {
62. if (top == -1)
63. printf("\nStack is Empty!!!");
64. else
65. {
66. int i;
67. printf("\nStack elements are:\n");
68. for (i = top; i>= 0; i--)
69. printf("%d\n", stack[i]);
70. }
71. }
72. ***Output:***
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###### **Experiment No: 3.B**

***Aim*:** To implement Stack using Linked List.

***Program:***

#include <stdio.h>

#include <conio.h>

struct Node

{

int data;

struct Node \* next;

}\*top = NULL;

void push(int);

void pop();

void display();

void main()

{

int choice, value;

clrscr();

printf("\n:: Stack using Linked List ::\n");

while (1)

{

printf("\n\*\*\*\*\*\*MENU \*\*\*\*\*\*\n");

printf("1. Push\n2. Pop\n3. Display\n4. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice)

{

case 1:

printf("Enter the value to be insert: ");

scanf("%d", &value);

push(value);

break;

case 2:

pop();

break;

case 3:

display();

break;

case 4:

exit(0);

default:

printf("\nWrong selection!!! Please try again!!!\n");

}

}

}

Void push(int value)

{

struct Node \* newNode;

newNode = (struct Node \*) malloc(sizeof(struct Node));

newNode->data = value;

if (top == NULL)

newNode->next = NULL;

else

newNode->next = top;

top = newNode;

printf("\nInsertion is Success!!!\n");

}

Void pop()

{

if (top == NULL)

printf("\nStack is Empty!!!\n");

else

{

struct Node \*temp = top;

printf("\nDeleted element: %d", temp->data);

top = temp->next;

free(temp);

}

}

Void display()

{

if (top == NULL)

printf("\nStack is Empty!!!\n");

else

{

struct Node \*temp = top;

while (temp->next != NULL)

{

printf("%d--->", temp->data);

temp = temp->next;

}

printf("%d--->NULL", temp->data);

}

}

***Output:***
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###### **Experiment No: 3.C**

***Aim*:** To implement the conversion of Infix to Postfix expression.

***Program:***

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

// Define a structure for a stack

struct Stack {

int top;

unsigned capacity;

char\* array;

};

// Function to create a stack of a given capacity

struct Stack\* createStack(unsigned capacity) {

struct Stack\* stack = (struct Stack\*)malloc(sizeof(struct Stack));

stack->capacity = capacity;

stack->top = -1;

stack->array = (char\*)malloc(stack->capacity \* sizeof(char));

return stack;

}

// Function to check if a character is an operator

int isOperator(char ch) {

return (ch == '+' || ch == '-' || ch == '\*' || ch == '/');

}

// Function to return the precedence of an operator

int precedence(char op) {

if (op == '+' || op == '-')

return 1;

if (op == '\*' || op == '/')

return 2;

return 0;

}

// Function to push a character onto the stack

void push(struct Stack\* stack, char item) {

if (stack->top == stack->capacity - 1) {

printf("Stack overflow\n");

exit(1);

}

stack->array[++stack->top] = item;

}

// Function to pop a character from the stack

char pop(struct Stack\* stack) {

if (stack->top == -1) {

printf("Stack underflow\n");

exit(1);

}

return stack->array[stack->top--];

}

// Function to convert infix expression to postfix notation

void infixToPostfix(char\* infix) {

struct Stack\* stack = createStack(strlen(infix));

int i, j;

i = j = 0;

while (infix[i] != '\0') {

char c = infix[i];

if (isalnum(c)) {

printf("%c", c);

} else if (c == '(') {

push(stack, c);

} else if (c == ')') {

while (stack->top != -1 && stack->array[stack->top] != '(') {

printf("%c", pop(stack));

}

if (stack->top != -1 && stack->array[stack->top] != '(') {

printf("Invalid expression\n");

exit(1);

} else {

pop(stack);

}

} else {

while (stack->top != -1 && precedence(c) <= precedence(stack->array[stack->top])) {

printf("%c", pop(stack));

}

push(stack, c);

}

i++;

}

while (stack->top != -1) {

printf("%c", pop(stack));

}

}

int main() {

char infix[100];

printf("Enter an infix expression: ");

scanf("%s", infix);

printf("Postfix expression: ");

infixToPostfix(infix);

printf("\n");

return 0;

}

***Output:***

***![](data:image/png;base64,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)***

###### **Experiment No: 4.A**

***Aim*:** To implement the Queue using Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Node structure for the linked list

struct Node {

int data;

struct Node\* next;

};

// Queue structure

struct Queue {

struct Node\* front; // Pointer to the front of the queue

struct Node\* rear; // Pointer to the rear of the queue

};

// Function to create a new node

struct Node\* newNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL;

return newNode;

}

// Function to create an empty queue

struct Queue\* createQueue() {

struct Queue\* queue = (struct Queue\*)malloc(sizeof(struct Queue));

queue->front = queue->rear = NULL;

return queue;

}

// Function to check if the queue is empty

int isEmpty(struct Queue\* queue) {

return (queue->front == NULL);

}

// Function to enqueue (add) an element to the queue

void enqueue(struct Queue\* queue, int data) {

struct Node\* newNode = newNode(data);

// If the queue is empty, set the new node as both front and rear

if (isEmpty(queue)) {

queue->front = queue->rear = newNode;

return;

}

// Add the new node at the end and update the rear pointer

queue->rear->next = newNode;

queue->rear = newNode;

}

// Function to dequeue (remove) an element from the queue

int dequeue(struct Queue\* queue) {

// If the queue is empty, return -1 (or any sentinel value)

if (isEmpty(queue)) {

printf("Queue is empty. Cannot dequeue.\n");

return -1; // Placeholder value for an empty queue

}

// Store the front node and move the front pointer to the next node

struct Node\* temp = queue->front;

queue->front = queue->front->next;

// If dequeued node was the only node, update rear to NULL

if (queue->front == NULL) {

queue->rear = NULL;

}

int dequeuedData = temp->data;

free(temp);

return dequeuedData;

}

// Function to display the queue elements

void display(struct Queue\* queue) {

struct Node\* current = queue->front;

if (isEmpty(queue)) {

printf("Queue is empty.\n");

return;

}

printf("Queue elements: ");

while (current != NULL) {

printf("%d ", current->data);

current = current->next;

}

printf("\n");

}

// Example usage with user input

int main() {

struct Queue\* queue = createQueue();

int choice, data;

do {

printf("\n1. Enqueue\n2. Dequeue\n3. Display\n4. Exit\n");

printf("Enter choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to enqueue: ");

scanf("%d", &data);

enqueue(queue, data);

break;

case 2:

printf("Dequeued element: %d\n", dequeue(queue));

break;

case 3:

display(queue);

break;

case 4:

printf("Exiting...\n");

break;

default:

printf("Invalid choice. Please enter a valid option.\n");

}

} while (choice != 4);

return 0;

}

***Output:***
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###### **Experiment No: 4.B**

***Aim*:** To implement the circular Queue using Array.

***Program:***

#include <stdio.h>

#define SIZE 5 /\* Size of Circular Queue \*/

int CQ[SIZE], f = -1, r = -1; /\* Global declarations \*/

int CQinsert(int elem) { /\* Function for Insert operation \*/

if ((f == 0 && r == SIZE - 1) || (r == (f - 1) % (SIZE - 1))) {

printf("\n\nOverflow!!!! Queue is full.\n\n");

return -1; /\* Indicate insertion failure \*/

} else if (f == -1) {

f = r = 0;

CQ[r] = elem;

} else if (r == SIZE - 1 &&f != 0) {

r = 0;

CQ[r] = elem;

} else {

r++;

CQ[r] = elem;

}

return 0; /\* Indicate successful insertion \*/

}

int CQdelete() { /\* Function for Delete operation \*/

int deletedElem;

if (f == -1) {

printf("\n\nUnderflow!!!! Queue is empty.\n\n");

return -1; /\* Indicate deletion failure \*/

}

deletedElem = CQ[f];

if (f == r) {

f = r = -1;

} else if (f == SIZE - 1) {

f = 0;

} else {

f++;

}

return deletedElem;

}

int main() { /\* Main Program \*/

int opn, elem;

do {

printf("\n ### Circular Queue Operations ### \n\n");

printf(" Press 1-Insert, 2-Delete, 3-Exit\n");

printf(" Your option ? ");

scanf("%d", &opn);

switch (opn) {

case 1:

printf("\n Read the element to be Inserted ? ");

scanf("%d", &elem);

if (CQinsert(elem) == -1) {

// Failed insertion

printf("\n Insertion failed. Queue is full.\n");

} else {

printf("\n Element %d inserted successfully.\n", elem);

}

break;

case 2:

elem = CQdelete();

if (elem != -1) {

printf("\n Deleted Element is %d\n", elem);

} else {

printf("\n Deletion failed. Queue is empty.\n");

}

break;

case 3:

printf("\n Terminating \n");

break;

default:

printf("\n Invalid Option !!! Try Again !! \n");

break;

}

} while (opn != 3);

return 0;

}

***Output:***
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###### **Experiment No: 4.C**

***Aim*:** To implement the Priority Queue using Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a node in the priority queue

struct Node {

int data;

int priority;

struct Node\* next;

};

// Function to create a new node

struct Node\* createNode(int data, int priority) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->priority = priority;

newNode->next = NULL;

return newNode;

}

// Function to insert an element into the priority queue

void enqueue(struct Node\*\* head, int data, int priority) {

struct Node\* newNode = createNode(data, priority);

if (\*head == NULL || priority < (\*head)->priority) {

newNode->next = \*head;

\*head = newNode;

} else {

struct Node\* current = \*head;

while (current->next != NULL && current->next->priority <= priority) {

current = current->next;

}

newNode->next = current->next;

current->next = newNode;

}

}

// Function to remove and return the element with the highest priority

int dequeue(struct Node\*\* head) {

if (\*head == NULL) {

printf("Priority queue is empty.\n");

exit(1);

}

struct Node\* temp = \*head;

int data = temp->data;

\*head = (\*head)->next;

free(temp);

return data;

}

// Function to check if the priority queue is empty

int isEmpty(struct Node\* head) {

return head == NULL;

}

// Function to display the elements in the priority queue

void display(struct Node\* head) {

if (head == NULL) {

printf("Priority queue is empty.\n");

return;

}

printf("Priority queue elements:\n");

while (head != NULL) {

printf("Data: %d, Priority: %d\n", head->data, head->priority);

head = head->next;

}

printf("\n");

}

int main() {

struct Node\* pq = NULL;

int choice, data, priority;

while (1) {

printf("1. Enqueue\n");

printf("2. Dequeue\n");

printf("3. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data and priority to enqueue: ");

scanf("%d %d", &data, &priority);

enqueue(&pq, data, priority);

display(pq);

break;

case 2:

if (!isEmpty(pq)) {

printf("Dequeued element: %d\n", dequeue(&pq));

display(pq);

} else {

printf("Priority queue is empty.\n");

}

break;

case 3:

exit(0);

default:

printf("Invalid choice. Please try again.\n");

}

}

return 0;

}

***Output:***
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###### **Experiment No: 5.A**

***Aim*:** To implement the Singly Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a single linked list node

struct Node {

int data;

struct Node\* next;

};

// Function to insert a new node at the beginning of the list

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = \*head;

\*head = newNode;

}

// Function to insert a new node at the end of the list

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL;

if (\*head == NULL) {

\*head = newNode;

return;

}

struct Node\* current = \*head;

while (current->next != NULL) {

current = current->next;

}

current->next = newNode;

}

// Function to insert a new node at a specific position in the list

void insertAtPosition(struct Node\*\* head, int data, int position) {

if (position < 0) {

printf("Invalid position. Position must be non-negative.\n");

return;

}

if (position == 0) {

insertAtBeginning(head, data);

return;

}

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL;

struct Node\* current = \*head;

int currentPosition = 0;

while (current != NULL &&currentPosition< position - 1) {

current = current->next;

currentPosition++;

}

if (current == NULL) {

printf("Invalid position. Position exceeds the length of the list.\n");

return;

}

newNode->next = current->next;

current->next = newNode;

}

// Function to delete a node at the beginning of the list

void deleteAtBeginning(struct Node\*\* head) {

if (\*head == NULL) {

printf("The list is already empty.\n");

return;

}

struct Node\* temp = \*head;

\*head = (\*head)->next;

free(temp);

}

// Function to delete a node at the end of the list

void deleteAtEnd(struct Node\*\* head) {

if (\*head == NULL) {

printf("The list is already empty.\n");

return;

}

if ((\*head)->next == NULL) {

free(\*head);

\*head = NULL;

return;

}

struct Node\* current = \*head;

while (current->next->next != NULL) {

current = current->next;

}

free(current->next);

current->next = NULL;

}

// Function to delete a node at a specific position in the list

void deleteAtPosition(struct Node\*\* head, int position) {

if (\*head == NULL) {

printf("The list is already empty.\n");

return;

}

if (position < 0) {

printf("Invalid position. Position must be non-negative.\n");

return;

}

if (position == 0) {

deleteAtBeginning(head);

return;

}

struct Node\* current = \*head;

struct Node\* prev = NULL;

int currentPosition = 0;

while (current != NULL &&currentPosition< position) {

prev = current;

current = current->next;

currentPosition++;

}

if (current == NULL) {

printf("Invalid position. Position exceeds the length of the list.\n");

return;

}

prev->next = current->next;

free(current);

}

// Function to display the elements of the list

void display(struct Node\* head) {

struct Node\* current = head;

while (current != NULL) {

printf("%d -> ", current->data);

current = current->next;

}

printf("NULL\n");

}

int main() {

struct Node\* head = NULL;

int choice, data, position;

while (1) {

printf("1. Insert at the beginning\n");

printf("2. Insert at the end\n");

printf("3. Insert at a specific position\n");

printf("4. Delete at the beginning\n");

printf("5. Delete at the end\n");

printf("6. Delete at a specific position\n");

printf("7. Display\n");

printf("8. Quit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert at the beginning: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data to insert at the end: ");

scanf("%d", &data);

insertAtEnd(&head, data);

break;

case 3:

printf("Enter data to insert: ");

scanf("%d", &data);

printf("Enter position to insert at: ");

scanf("%d", &position);

insertAtPosition(&head, data, position);

break;

case 4:

deleteAtBeginning(&head);

break;

case 5:

deleteAtEnd(&head);

break;

case 6:

printf("Enter position to delete at: ");

scanf("%d", &position);

deleteAtPosition(&head, position);

break;

case 7:

display(head);

break;

case 8:

exit(0);

default:

printf("Invalid choice. Please try again.\n");

}

}

return 0;

}

***Output:***
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###### **Experiment No: 5.B**

***Aim*:** To implement the Circular Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a circular singly linked list node

struct Node {

int data;

struct Node\* next;

};

// Function to insert a new node at the beginning of the circular list

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

if (\*head == NULL) {

\*head = newNode;

newNode->next = \*head;

} else {

struct Node\* current = \*head;

while (current->next != \*head) {

current = current->next;

}

current->next = newNode;

newNode->next = \*head;

\*head = newNode;

}

}

// Function to delete a node with a given value from the circular list

void deleteNode(struct Node\*\* head, int key) {

if (\*head == NULL) {

printf("The circular list is empty.\n");

return;

}

struct Node\* current = \*head;

struct Node\* prev = NULL;

do {

if (current->data == key) {

if (prev == NULL) {

struct Node\* last = \*head;

while (last->next != \*head) {

last = last->next;

}

last->next = current->next;

\*head = current->next;

} else {

prev->next = current->next;

}

free(current);

printf("Node with data %d deleted from the circular list.\n", key);

return;

}

prev = current;

current = current->next;

} while (current != \*head);

printf("Node with data %d not found in the circular list.\n", key);

}

// Function to display the elements of the circular list

void display(struct Node\* head) {

if (head == NULL) {

printf("The circular list is empty.\n");

return;

}

struct Node\* current = head;

do {

printf("%d -> ", current->data);

current = current->next;

} while (current != head);

printf("...\n"); // Indicates the circular structure

}

int main() {

struct Node\* head = NULL;

int choice, data, key;

while (1) {

printf("1. Insert at the beginning\n");

printf("2. Delete a node\n");

printf("3. Display\n");

printf("4. Quit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert at the beginning: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data to delete: ");

scanf("%d", &key);

deleteNode(&head, key);

break;

case 3:

printf("Circular Linked List:\n");

display(head);

break;

case 4:

exit(0);

default:

printf("Invalid choice. Please try again.\n");

}

}

return 0;

}

***Output:***
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###### **Experiment No: 5.C**

***Aim*:** To implement the Doubly Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a doubly linked list node

struct Node {

int data;

struct Node\* prev;

struct Node\* next;

};

// Function to insert a new node at the beginning of the doubly linked list

void insertAtBeginning(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->prev = NULL;

if (\*head == NULL) {

newNode->next = NULL;

\*head = newNode;

} else {

newNode->next = \*head;

(\*head)->prev = newNode;

\*head = newNode;

}

}

// Function to insert a new node at the end of the doubly linked list

void insertAtEnd(struct Node\*\* head, int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->next = NULL;

if (\*head == NULL) {

newNode->prev = NULL;

\*head = newNode;

} else {

struct Node\* current = \*head;

while (current->next != NULL) {

current = current->next;

}

current->next = newNode;

newNode->prev = current;

}

}

// Function to delete a node with a given value from the doubly linked list

void deleteNode(struct Node\*\* head, int key) {

if (\*head == NULL) {

printf("The doubly linked list is empty.\n");

return;

}

struct Node\* current = \*head;

while (current != NULL) {

if (current->data == key) {

if (current->prev != NULL) {

current->prev->next = current->next;

} else {

\*head = current->next;

}

if (current->next != NULL) {

current->next->prev = current->prev;

}

free(current);

printf("Node with data %d deleted from the doubly linked list.\n", key);

return;

}

current = current->next;

}

printf("Node with data %d not found in the doubly linked list.\n", key);

}

// Function to display the elements of the doubly linked list

void display(struct Node\* head) {

if (head == NULL) {

printf("The doubly linked list is empty.\n");

return;

}

struct Node\* current = head;

while (current != NULL) {

printf("%d <-> ", current->data);

current = current->next;

}

printf("NULL\n");

}

int main() {

struct Node\* head = NULL;

int choice, data, key;

while (1) {

printf("1. Insert at the beginning\n");

printf("2. Insert at the end\n");

printf("3. Delete a node\n");

printf("4. Display\n");

printf("5. Quit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert at the beginning: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data to insert at the end: ");

scanf("%d", &data);

insertAtEnd(&head, data);

break;

case 3:

printf("Enter data to delete: ");

scanf("%d", &key);

deleteNode(&head, key);

break;

case 4:

printf("Doubly Linked List:\n");

display(head);

break;

case 5:

exit(0);

default:

printf("Invalid choice. Please try again.\n");

}

}

return 0;

}

***Output:***
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###### **Experiment No: 5.D**

***Aim*:** To implement the Doubly Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a polynomial term

struct Term {

int coefficient;

int exponent;

struct Term\* next;

};

// Function to create a new term

struct Term\* createTerm(int coef, int exp) {

struct Term\* newTerm = (struct Term\*)malloc(sizeof(struct Term));

newTerm->coefficient = coef;

newTerm->exponent = exp;

newTerm->next = NULL;

return newTerm;

}

// Function to insert a term into a polynomial

void insertTerm(struct Term\*\* poly, int coef, int exp) {

struct Term\* newTerm = createTerm(coef, exp);

if (\*poly == NULL) {

\*poly = newTerm;

} else {

struct Term\* current = \*poly;

struct Term\* prev = NULL;

while (current != NULL && current->exponent > exp) {

prev = current;

current = current->next;

}

if (current != NULL && current->exponent == exp) {

current->coefficient += coef;

free(newTerm);

} else {

newTerm->next = current;

if (prev != NULL) {

prev->next = newTerm;

} else {

\*poly = newTerm;

}

}

}

}

// Function to display a polynomial

void displayPolynomial(struct Term\* poly) {

if (poly == NULL) {

printf("0\n");

return;

}

while (poly != NULL) {

printf("%dx^%d", poly->coefficient, poly->exponent);

if (poly->next != NULL) {

printf(" + ");

}

poly = poly->next;

}

printf("\n");

}

// Function to add two polynomials

struct Term\* addPolynomials(struct Term\* poly1, struct Term\* poly2) {

struct Term\* result = NULL;

while (poly1 != NULL || poly2 != NULL) {

int coef1 = 0, coef2 = 0;

int exp1 = -1, exp2 = -1;

if (poly1 != NULL) {

coef1 = poly1->coefficient;

exp1 = poly1->exponent;

poly1 = poly1->next;

}

if (poly2 != NULL) {

coef2 = poly2->coefficient;

exp2 = poly2->exponent;

poly2 = poly2->next;

}

int sum = coef1 + coef2;

insertTerm(&result, sum, exp1); // Add the terms to the result polynomial

}

return result;

}

int main() {

struct Term\* poly1 = NULL;

struct Term\* poly2 = NULL;

struct Term\* result = NULL;

int coef, exp, terms;

printf("Enter the number of terms in the first polynomial: ");

scanf("%d", &terms);

printf("Enter the terms (coefficient exponent) for the first polynomial:\n");

for (int i = 0; i< terms; i++) {

scanf("%d %d", &coef, &exp);

insertTerm(&poly1, coef, exp);

}

printf("Enter the number of terms in the second polynomial: ");

scanf("%d", &terms);

printf("Enter the terms (coefficient exponent) for the second polynomial:\n");

for (int i = 0; i< terms; i++) {

scanf("%d %d", &coef, &exp);

insertTerm(&poly2, coef, exp);

}

printf("First polynomial: ");

displayPolynomial(poly1);

printf("Second polynomial: ");

displayPolynomial(poly2);

result = addPolynomials(poly1, poly2);

printf("Result of addition: ");

displayPolynomial(result);

// Free memory

struct Term\* temp;

while (poly1 != NULL) {

temp = poly1;

poly1 = poly1->next;

free(temp);

}

while (poly2 != NULL) {

temp = poly2;

poly2 = poly2->next;

free(temp);

}

while (result != NULL) {

temp = result;

result = result->next;

free(temp);

}

return 0;

}

***Output:***
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###### **Experiment No: 6.A**

***Aim*:** To implement Binary search tree using Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Structure for a Node

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

// Function to create a new Node

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->left = newNode->right = NULL;

return newNode;

}

// Function to insert a Node into the BST

struct Node\* insert(struct Node\* root, int data) {

if (root == NULL) {

return createNode(data);

}

if (data < root->data) {

root->left = insert(root->left, data);

} else if (data > root->data) {

root->right = insert(root->right, data);

}

return root;

}

// Function to print the BST in inorder traversal

void inorderTraversal(struct Node\* root) {

if (root != NULL) {

inorderTraversal(root->left);

printf("%d ", root->data);

inorderTraversal(root->right);

}

}

int main() {

struct Node\* root = NULL;

int choice, data;

while (1) {

printf("Binary Search Tree Menu:\n");

printf("1. Insert a node\n");

printf("2. Print in-order traversal\n");

printf("3. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert: ");

scanf("%d", &data);

root = insert(root, data);

break;

case 2:

printf("In-order traversal: ");

inorderTraversal(root);

printf("\n");

break;

case 3:

exit(0);

default:

printf("Invalid choice!\n");

}

}

return 0;

}

***Output:***
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###### **Experiment No: 6.B**

***Aim*:** To implement recursive traversal: Preorder, Postorder, Inorder.

***Program:***

#include <stdio.h>

#include <stdlib.h>

// Define a structure for a binary tree node

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

// Function to create a new binary tree node

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function to build a binary tree using user input

struct Node\* buildTree() {

int data;

printf("Enter data (or -1 for empty node): ");

scanf("%d", &data);

if (data == -1) {

return NULL;

}

struct Node\* root = createNode(data);

printf("Enter left child of %d:\n", data);

root->left = buildTree();

printf("Enter right child of %d:\n", data);

root->right = buildTree();

return root;

}

// Function for pre-order traversal

void preOrder(struct Node\* root) {

if (root != NULL) {

printf("%d ", root->data);

preOrder(root->left);

preOrder(root->right);

}

}

// Function for in-order traversal

void inOrder(struct Node\* root) {

if (root != NULL) {

inOrder(root->left);

printf("%d ", root->data);

inOrder(root->right);

}

}

// Function for post-order traversal

void postOrder(struct Node\* root) {

if (root != NULL) {

postOrder(root->left);

postOrder(root->right);

printf("%d ", root->data);

}

}

int main() {

struct Node\* root = NULL;

printf("Enter the elements of the binary tree:\n");

root = buildTree();

printf("Binary Tree Traversals:\n");

printf("Pre-order traversal: ");

preOrder(root);

printf("\n");

printf("In-order traversal: ");

inOrder(root);

printf("\n");

printf("Post-order traversal: ");

postOrder(root);

printf("\n");

// Free memory (optional)

// You can add code here to free the dynamically allocated memory for the tree

return 0;

}

***Output:***
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**xperiment No: 18**

###### **Experiment No: 6.C**

***Aim*:** To implement Heap Sort.

***Program:***

#include<stdio.h>

void heapsort(int[],int);

void heapify(int[],int);

void adjust(int[],int);

main() {

int n,i,a[50];

system("clear");

printf("\nEnter the limit:");

scanf("%d",&n);

printf("\nEnter the elements:");

for (i=0;i<n;i++)

scanf("%d",&a[i]);

heapsort(a,n);

printf("\nThe Sorted Elements Are:\n");

for (i=0;i<n;i++)

printf("\t%d",a[i]);

printf("\n");

}

void heapsort(int a[],int n) {

int i,t;

heapify(a,n);

for (i=n-1;i>0;i--) {

t = a[0];

a[0] = a[i];

a[i] = t;

adjust(a,i);

}

}

void heapify(int a[],int n) {

int k,i,j,item;

for (k=1;k<n;k++) {

item = a[k];

i = k;

j = (i-1)/2;

while((i>0)&&(item>a[j])) {

a[i] = a[j];

i = j;

j = (i-1)/2;

}

a[i] = item;

}

}

void adjust(int a[],int n) {

int i,j,item;

j = 0;

item = a[j];

i = 2\*j+1;

while(i<=n-1) {

if(i+1 <= n-1)

if(a[i] <a[i+1])

i++;

if(item<a[i]) {

a[j] = a[i];

j = i;

i = 2\*j+1;

} else

break;

}

a[j] = item;

}

***Output:***
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###### 

###### **Experiment No: 7.A**

***Aim*:** To implement a graph using adjacent matrix.

***Program:***

#include <stdio.h>

#define MAX\_NODES 100

// Define the graph structure

struct Graph {

int vertices;

int adjacencyMatrix[MAX\_NODES][MAX\_NODES];

};

// Function to initialize the graph

void initGraph(struct Graph \*graph, int vertices) {

graph->vertices = vertices;

// Initialize the adjacency matrix with zeros

for (int i = 0; i< vertices; i++) {

for (int j = 0; j < vertices; j++) {

graph->adjacencyMatrix[i][j] = 0;

}

}

}

// Function to add an edge between two vertices

void addEdge(struct Graph \*graph, int source, int destination) {

// Since it's an undirected graph, we set both entries to 1

graph->adjacencyMatrix[source][destination] = 1;

graph->adjacencyMatrix[destination][source] = 1;

}

// Function to print the adjacency matrix

void printGraph(struct Graph \*graph) {

printf("Adjacency Matrix:\n");

for (int i = 0; i< graph->vertices; i++) {

for (int j = 0; j < graph->vertices; j++) {

printf("%d ", graph->adjacencyMatrix[i][j]);

}

printf("\n");

}

}

int main() {

struct Graph graph;

int numVertices, numEdges, source, destination;

printf("Enter the number of vertices: ");

scanf("%d", &numVertices);

// Initialize the graph

initGraph(&graph, numVertices);

printf("Enter the number of edges: ");

scanf("%d", &numEdges);

// Add edges to the graph

for (int i = 0; i<numEdges; i++) {

printf("Enter edge (source destination): ");

scanf("%d %d", &source, &destination);

addEdge(&graph, source, destination);

}

// Print the adjacency matrix

printGraph(&graph);

return 0;

}

***Output:***
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###### **Experiment No: 7.B**

***Aim*:** To implement BFS using Linked List.

***Program:***

#include <stdio.h>

#include <stdlib.h>

struct Node {

int vertex;

struct Node\* next;

};

struct Graph {

int vertices;

struct Node\*\* adjList;

};

struct Node\* createNode(int v) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->vertex = v;

newNode->next = NULL;

return newNode;

}

struct Graph\* createGraph(int vertices) {

struct Graph\* graph = (struct Graph\*)malloc(sizeof(struct Graph));

graph->vertices = vertices;

graph->adjList = (struct Node\*\*)malloc(vertices \* sizeof(struct Node\*));

for (int i = 0; i< vertices; ++i) {

graph->adjList[i] = NULL;

}

return graph;

}

void addEdge(struct Graph\* graph, int src, int dest) {

// Add edge from src to dest

struct Node\* newNode = createNode(dest);

newNode->next = graph->adjList[src];

graph->adjList[src] = newNode;

// For undirected graph, add edge from dest to src as well

newNode = createNode(src);

newNode->next = graph->adjList[dest];

graph->adjList[dest] = newNode;

}

void bfs(struct Graph\* graph, int startVertex) {

int\* visited = (int\*)malloc(graph->vertices \* sizeof(int));

for (int i = 0; i< graph->vertices; ++i) {

visited[i] = 0;

}

struct Node\* queue = NULL;

visited[startVertex] = 1;

printf("BFS Traversal from vertex %d: ", startVertex);

struct Node\* temp = createNode(startVertex);

enqueue(&queue, temp);

while (!isEmpty(queue)) {

startVertex = dequeue(&queue);

printf("%d ", startVertex);

struct Node\* trav = graph->adjList[startVertex];

while (trav) {

int adjVertex = trav->vertex;

if (visited[adjVertex] == 0) {

visited[adjVertex] = 1;

struct Node\* newNode = createNode(adjVertex);

enqueue(&queue, newNode);

}

trav = trav->next;

}

}

printf("\n");

}

void enqueue(struct Node\*\* head, struct Node\* newNode) {

if (\*head == NULL) {

\*head = newNode;

} else {

struct Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

}

}

int dequeue(struct Node\*\* head) {

int val = (\*head)->vertex;

\*head = (\*head)->next;

return val;

}

int isEmpty(struct Node\* head) {

return (head == NULL);

}

int main() {

int vertices, edges, src, dest;

printf("Enter the number of vertices: ");

scanf("%d", &vertices);

struct Graph\* graph = createGraph(vertices);

printf("Enter the number of edges: ");

scanf("%d", &edges);

for (int i = 0; i< edges; ++i) {

printf("Enter edge (source destination): ");

scanf("%d %d", &src, &dest);

addEdge(graph, src, dest);

}

int startVertex;

printf("Enter the starting vertex for BFS: ");

scanf("%d", &startVertex);

bfs(graph, startVertex);

return 0;

}

***Output:***
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###### **Experiment No: 7.C**

***Aim*:** To implement any minimum spanning tree algorithm.

***Program:***

#include <stdio.h>

#include <stdbool.h>

#define V 5 // Number of vertices in the graph

int minKey(int key[], bool mstSet[]) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++) {

if (!mstSet[v] && key[v] < min) {

min = key[v];

min\_index = v;

}

}

return min\_index;

}

void printMST(int parent[], int graph[V][V]) {

printf("Edge Weight\n");

for (int i = 1; i< V; i++) {

printf("%d - %d %d\n", parent[i], i, graph[i][parent[i]]);

}

}

void primMST(int graph[V][V]) {

int parent[V];

int key[V];

bool mstSet[V];

for (int i = 0; i< V; i++) {

key[i] = INT\_MAX;

mstSet[i] = false;

}

key[0] = 0;

parent[0] = -1;

for (int count = 0; count < V - 1; count++) {

int u = minKey(key, mstSet);

mstSet[u] = true;

for (int v = 0; v < V; v++) {

if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

parent[v] = u;

key[v] = graph[u][v];

}

}

}

printMST(parent, graph);

}

int main() {

int graph[V][V] = {{0, 2, 0, 6, 0},

{2, 0, 3, 8, 5},

{0, 3, 0, 0, 7},

{6, 8, 0, 0, 9},

{0, 5, 7, 9, 0}};

printf("Minimum Spanning Tree using Prim's algorithm:\n");

primMST(graph);

return 0;

}

***Output:***

***![](data:image/png;base64,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)***

**Content Beyond Syllabus**

|  |  |  |
| --- | --- | --- |
| **S.No.** | **List of Experiments** | **CO** |
| **1** | To implement Count Sort. | CO1 |

###### **Experiment No: 1**

***Aim*:** To implement count sort.

***Program:***

#include <stdio.h>

#include <stdlib.h>

void countingSort(int arr[], int n) {

int max = arr[0];

int min = arr[0];

// Find the maximum and minimum values in the array

for (int i = 1; i< n; i++) {

if (arr[i] > max) {

max = arr[i];

}

if (arr[i] < min) {

min = arr[i];

}

}

int range = max - min + 1;

// Create a count array to store the count of each element

int\* count = (int\*)malloc(range \* sizeof(int));

int\* output = (int\*)malloc(n \* sizeof(int));

for (int i = 0; i< range; i++) {

count[i] = 0;

}

// Count the occurrences of each element

for (int i = 0; i< n; i++) {

count[arr[i] - min]++;

}

// Calculate the cumulative count

for (int i = 1; i< range; i++) {

count[i] += count[i - 1];

}

// Build the sorted output array

for (int i = n - 1; i>= 0; i--) {

output[count[arr[i] - min] - 1] = arr[i];

count[arr[i] - min]--;

}

// Copy the sorted elements back to the original array

for (int i = 0; i< n; i++) {

arr[i] = output[i];

}

free(count);

free(output);

}

int main() {

int arr[] = {4, 2, 2, 8, 3, 3, 1};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original Array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

countingSort(arr, n);

printf("\nSorted Array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

return 0;

}

***Output:***![](data:image/png;base64,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)